# Exercises: Functions, Object Composition, Revealing Modules

Problems for exercises and homework for the [“JavaScript Advanced” course @ SoftUni](https://softuni.bg/courses/javascript-advanced). Submit your solutions in the SoftUni judge system at <https://judge.softuni.bg/Contests/299/>.

## Sort Array

Write a function that **sorts an array** with **numeric** values in **ascending** or **descending** order, depending on an **argument** that’s passed to it.

### Input

You will receive a **numeric array** and a **string** as arguments to the first function in your code. If the second argument is asc, the array should be sorted in **ascending order** (smallest values first). If it is desc, then the array is sorted in **descending order** (largest first).

### Output

The output should be the **return value** of your function and it is the **sorted array**.

### Examples

|  |  |
| --- | --- |
| Sample Input | Output |
| solve([14, 7, 17, 6, 8], 'asc'); | [6, 7, 8, 14, 17] |
| solve([14, 7, 17, 6, 8], 'desc'); | [17, 14, 8, 7, 6] |

### Hints

Arrays in JavaScript are by default sorted alphabetically, which means if we have an array of numbers [3, 1, 2, 10] and we call sort() on it, the result will be [1, 10, 2, 3]. You can however pass a **sorting criteria** as an argument in the form of a **function**. This function can be anonymously defined inline or a named function, or even a variable that holds a reference to a function:

|  |
| --- |
| JavaScript |
| ***array***.sort(**function** (a, b) {  *//* ***TODO*** }); |

Let’s start by building the body of our main function, which takes **two arguments** and returns a sorted array, using the default sorting strategy:
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If you test this function, you’ll see it uses the ASCII values to sort the objects inside the array. Next we need to pass an argument to the sort() function to get the desired result. It will consist of a **special function** which takes two arguments (**current element** and **next element** to be sorted), compares them and **returns a value**. If the value is **zero**, then they are equal. If it’s **greater than zero**, the first element is larger. If it’s **less than zero**, this means the second element is larger. In short, return a positive value to swap elements and zero or negative to keep the current order. Let’s first implement ascending order:  
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What we did is define an anonymous function directly in the argument space. Note we could have explicitly written a conditional statement, which returns 1 if a is greater than b. However, we know that if this is true, the result of the expression above will be positive, so we can use this much shorter version. If we want descending order, all we have to do is swap a and b in the expression.

Let’s use the functional nature of JavaScript and define the two comparator functions beforehand and assign them to variables:
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We can now pass either of them to the sorting function, depending on what we need. We’ll save those in an object and use a string as a key, which would match the input shown in the problem description:
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Now whenever we need a new sorting method, we can just define it as a separate function and add it to this object with its corresponding key. No further change will be necessary. Finally, we modify our initial call to sort() to receive one of the stored functions, depending on the second argument of our main function:
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We are ready to submit our solution to the Judge.

## Argument Info

Write a function that displays **information** about the **arguments** which are passed to it – **type** and **value** – and a **summary** about the number of each type.

### Input

You will receive a series of arguments **passed** to your function.

### Output

Log to the **console** the **type** and **value** of each argument passed in the following format:

{argument type}: {argument value}

Place **each** argument description on a **new line**. At the end print a **tally** with counts for each type in **descending order**, each on a **new line** in format {type} = {count} If two types have the **same count**, use **order of appearance**. Don’t print anything for types that do not appear in the list of arguments.

### Examples

|  |
| --- |
| Sample Input |
| result('cat', 42, function () { console.log('Hello world!'); }); |
| Output |
| string: cat  number: 42  function: function () { console.log('Hello world!'); }  string = 1  number = 1  function = 1 |

### Hints

JavaScript functions have a special property arguments, which contains all parameters passed to a function, regardless of whether you’ve specified them in the function declaration, or left the parenthesis empty.

|  |
| --- |
| JavaScript |
| function myFunc() {  var firstArgument = arguments[0];  } |

We can iterate this variable like an array to get access to every parameter in the order in which they were passed and inspect them:
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We can use an object as an associative array to store the number of each type occurrence. Each type will be a property and its value will be the number of times it occurs in the arguments. We can access them just like we would the keys of an array:
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Since object properties cannot be sorted, and even if they could, different JavaScript implementations iterate the order differently, we need to transfer the information to an array of key-value pairs. We could use a Map instead of an object, but this cannot be sorted either, so we’ll end up with an array in the end anyway.
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Note we are pushing an array with two values to the array which needs to be sorted. Later when we implement a sorting function, we’ll use the second value of the key-value pair – the number of occurrences. All we need to do after the array is sorted is to output the information in the correct format.

## Functional Sum

Write a function that **adds** a number passed to it to an **internal sum** and returns **itself** with its internal sum set to the **new value**, so it can be **chained** in a functional manner.

### Example

|  |  |
| --- | --- |
| Sample Input | Sample Output |
| console.log(add(1)); | 1 |
| console.log(add(1)(6)(-3)); | 4 |

### Input

Your function needs to take one **numeric** **argument**.

### Output

Your function needs to **return** itself with updated context.

### Hints

Making a function return itself is easy enough, but to keep a sum that’s shared across all instances requires some effort. You’ll need to place it inside a closure and expose just the function. Finally, to get the stored value, you’ll have to override the built-in toString() method that all JavaScript objects have so that it returns the internal sum – this will allow any other function to access it either for printing or to use it in an expression, without being able to modify it. You can attach it directly to your function from inside the closure:

![](data:image/png;base64,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)

Note that NodeJS will not implicitly call toString() when you try to log a value to the console. Keep this in mind when testing your solution locally.

## Personal BMI

A wellness clinic has contacted you with an offer – they want you to write for them a program that composes **patient charts** and performs some preliminary evaluation of their condition. The data comes in the form of **several arguments**, describing a person – their **name**, **age**, **weight** in kilograms and **height** in centimeters. Your program must compose this information into an **object** and **return** it for further processing.

The patient chart object must contain the following properties:

* name
* personalInfo, which is an object holding their age, weight and height as properties
* BMI – body mass index. You can find information about how to calculate it here: <https://en.wikipedia.org/wiki/Body_mass_index>
* status

The status is one of the following:

* underweight, for BMI less than 18.5;
* normal, for BMI less than 25;
* overweight, for BMI less than 30;
* obese, for BMI 30 or more;

Once the BMI and status are calculated, you can make a recommendation. If the patient is obese, add an additional property called recommendation and set it to “admission required”.

### Input

Your function needs to take four arguments – name, age, weight and height

### Output

Your function needs to **return** an **object with properties** as described earlier. All numeric values should be **rounded** to the nearest whole number. All fields should be named **exactly as described**, their order is not important. Look at the sample output for more information.

|  |  |
| --- | --- |
| Sample Input | Sample Output |
| “Peter”, 29, 75, 182 | { name: 'Peter',  personalInfo: {  age: 29,  weight: 75,  height: 182  }  BMI: 23  status: 'normal' } |
| “Honey Boo Boo”, 9, 57, 137 | { name: 'Honey Boo Boo', personalInfo: { age: 9, weight: 57, height: 137 }, BMI: 30, status: 'obese', recommendation: 'admission required' } |

## Vector Math

Write several functions for preforming **calculations** with **vectors** in 2D space ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAAAgCAIAAACuO9DoAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOwwAADsIB3nSZJQAAA1dJREFUaEPtmj122zAMgKmexc6Q5xMkJ2iyZ+0mj/HSLWO3LvJYb10zZYl0A5/AL0Oku7j8lSgKJMCX0JRTe4sDguBHAASQFMfjkV0+CQh8S6DzolIQuJBN5Qco2W57e7vtUm3/hfWiZBePT6vNck5w+V0XRU6DmnVRFOsG8wr+gqGftrph7KZqUcHUAtKQOZhSl5JriAkbw9ArPNdR1qnRhfQr2/LaYNunr9lnkEMWPtkMfFZhnUPcTOHCVhHIikNlPtI8uQrGynEhPChZvjQzVm39jPLAKLJ9SQolmzOzqr3n67BB+yCyOjWbZ4ynaPlNprcDB9vb6wQX4QH3vN+OIhsIQAG20CWrrRnW99UCJSeES4tpxUHQibzA4tKlFjfhDaYQPYIvEJKe/QxcyGK4FhyRBbXG3HwCsojL1qU56witeXXJr4Tm2r9JboQGL3jijiIULLKexeCyk2XfiN6gf0o+mLvAuwwW06CRQ3fb/N7sRf3w8/soarv3g6wkr5dYN5fk9+0bN4qx1dUCVb+8FgXQ4WX9Y8Oq9s/4GOjqQUDp2T+/WtMSSWHCJqjUkO22v3YC4MO9cwR1tOn3EaaeSHRx/8CR7Hc7Vv19xC/Ca5XSw/ZvbS/SvT7vWfkUpdWQ9QFsXgRwks+cCKB/m8XVSva/cQSm+rSew7txWhHOcQ7LlWqyOubdXbQnk3OBnAJFfPCJlQpNNpzSD7ZZ30kvoMiGvUBvqoUkhPjr0mThdKZSb9ZcoP0HjQc+Wrw7VLWou+0wRteBAmpTrUdAKOtg2obp2X3EqP8VD15ZZp8vYfVs36bJ6uuT5mFDBUcZmgTrWbcQFj9zU8fl91A7nqzo6ptbqAPUxao9iXMN9pSlaIeib6hSGJDjIj2YW+TLzsUyVLpwlvmst1eA2qyxxRMqxoOwk/gaZoixx75ppyDy6nBNUc1tIldGGk6HUtBicuOBTyvMYX2SZzDr+sxxFylrm2DF88CH5rOJ/DBWLd2HQprdsY1H1s7cQUND+s7DZ605LZYhQyTk9WAKFC1Myju66fc/I7LDYShhOiUceIN1KRQKbnCSG/G329ggzSFPjlW6cXZhhF8byfXtKSLdkK8mGVNjkc9eiBnt5ZOAAPrfRwn2/D9U/gMvhCAhJfuDUQAAAABJRU5ErkJggg==)and collect them all in a **single object** (namespace), so they don’t pollute the global scope. Implement the following functions:

* add(vec1, vec2) – Addition of two vectors – ![](data:image/png;base64,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)
* multiply(vec1, scalar) – Scalar multiplication – ![](data:image/png;base64,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)
* length(vec1) – Vector length – ![](data:image/png;base64,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)
* dot(vec1, vec2) – Dot product of two vectors – ![](data:image/png;base64,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)
* cross(vec1, vec2) – Cross product of two vectors – ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARwAAAAqCAIAAADuwnOzAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxAAADsQBlSsOGwAAB4dJREFUeF7tXT16GzkMHe1ZrBT+fALlBHaaVDmCXMZNui2320Yuo27bVGlinSA6Qb4Uke6i5f+QHHIIgKRmJFFVYpEg8IhHcABIWpxOp669GgINgXII/FVOVJPUEGgIcASumlS758Xzru1zQ+DMCFwzqY7L+/X2afH+9XhmUNtyt43A4tqfqY6v75cv3ebw8/Pdbe90s/5sCFSMVOzytah+/RKLjL2WL/uu278s1T2Qcay+UmfbvbbQPBFgkar8620tjV2/lZeNlHjYrLputTmYaVo3+29ImW14Q2AMga44PMppZ+GzQpeAJoJp8yB9cfybwMkRKEwq5a0ERjH/Lx3XuDJRmXRNJ9+zpsDMEShKqgxHPRw2kahSD0AZUwkHQD2VmuRrQKAgqTIopZAcPP9URjhf48oKNvEXiQCUVPopRGdbhtcq9SwFucPpXEEsdQORYaPtyENFHoTSF7m9TekpEACQSvFJe7rwwyxORe3MiVSa9ShOnU5zSqtMsf9tzQoIpEgFvSHlH/mxTB3UaOITUmMVFOA2DopAovi7+5fXTrvVpw/j/Qi771uRov74SKzGHV//2bLwR+97OP75xZd+eIdsnHj8KNIV+28/WjMTce/aNA+BcVIprkA5tbpfUgG++/zz9JXKSLbo8cc3zn4Cq5f3oma1/32g6t7mNQQcBMZItXt+EvEnySkVJfBhotxmHH6LiEpg9d27B6HG9ntraC+3HzctKUgq0SC3WEhKic451V0XafiWHo1zaa9pj0vOaBaUIVWzX+nPlQZ89EOFqu7Xn1lcAA0wnurGKIBJAZc20wd7aO8ETfb5GFTPiqKwjzx8QZMP2Kaf4fg+J47Npkv1rQSln/sHFHfn1qlofLQHw7KKgpALyjBBehn9kPWscCVnwz6S/QPnxVBOGU4nEhPi+kSQGqzfhBgn98/jl9VNGzxCcIfCgLWAczqpQn82iKGeRqaKwf4BFGUbyqU5YgcyoDleaPqrxrh6VgwkKw8iwx4nFRxoMPuMt8R2ldj+p7Lp67Xb6wdlKnScExUBVOqHwJjA9NADLfCdg4LirUOxA5j1oUQRf6Y59awoD3ucVNDLnzlWAZ4TlQleLLSFJnb4GgDZjiPVeZxIX2jXLAYDgIUqFUYkt0QIXb3UuHpWlIE9mv1TGT1KPi12iPNalLiOffFz51mLqWw6u/f9fT2f7lU5ye12u9r8V84sXZVz6gciy1MSPCtRlPgIaf825ksP6llRBvYYqbSnooup8WtRXKR6J5m6D8vWuccBV2eQ6UddEp3BKidZlFJsASXWznRyTrkHXZ8PxLg63Vb0TJAVaKl8Qhp2ADgxUilPhRRTdaEnZUQ08Z5HYB3lhk0fCBtSup//fYVq6U4PLdaEKnF98MLU41d1pycec7ySj32hemlAVpD2LA07AJwIqSj3sURPQjRuqFYoSjcEwy0e5XQ7CLggDIvKte820hd04b14p4d3yHPwA/dx5ZAwREjemzcJZQViKQzscXDCpMLFDl09RSjfDzVmEJ/eVDgaWqjbEdMPWkoESf0qkxhvn1gnpHweL9zpcffhE2/LkicgBz94wZQOQNySKpi4QmFWIBWBwp4GJximgWkzt0yUyFIFc2y88MIz4ezVl5cw2a6YpvCCACZ7ib3TkMab8ohnA/9voPLbF845iBu7Uhde3rTzm/rMcJyVD8wtzJMwSE8CWIFDBg57EpxgSh3hkXZDQ6LK5JftxSqMQDqNyb95yU/upthtsumut6EMwNV+09tNGqEZ4wBgWx8qV9nI8VVTaDmFttXKKpR7OkvBMlYKZP2VSDYWnaS3OGwFFBkK7GlwQqTCexlqN/ugLEOSIYZ4ww1TKcGhYzQ1J+hAU3+dmnWqWueDc9b6Z5Z80z5NJJLJQG+kxjqeAkcVUHRR3owLG7ECjgwBdgA4IVIhvdI6I5N9aWEjIvEmffbqkO3yMu1W9nYRrC3vOlEEoq5jrj+WMkNnCmqaJEhA9lxDVeAEQSCDh11fB5x1fXACpMIHqt77k6zC+SNJFdwSs+AUTuX+FAtdepOBSl+7o4uGuJkkIt6EvBlRKyprDxEfIJVyMyQ/aLMSwIYOnby98GdfKKdCPg7ze+ehDRzI5hao4lbQkQE5Vly8dREfkorKDuq8uC3p/QfhMDaovNLZKoEEBM5LiN/rZ+zRNaKykzEQpHr+oFEriMhAtQKBMyAVPTjofEzqkxZA/XViBjicMqywxhQViHMGe8u+i5TnwcJfcyXZANzZ4TAIXYl2gKcxrWBWIJABL94PhIHjkQr4qBtR58KcFOhlBOzrT3E2Snjcm0qDS/qYqKJisUy5AmKN/xg7jz1FWAFGhrBJQHA0qUweBID7iDbz2AIIXJejacQay8/k42+fArUeh4N/TF2IdTOHKn4gn64h6CPH4KyAIYNUQQznkgHglP/RN/Era3t+KKJ6JJEtJXnDlY78spTzFU55SrTZ14pAeVJxpFh7vPjWmDk6rdZt1qy/Vne7DbvqkEpgJ7x3brQSMeqhBajb8O6JrKxIqoksass2BCZGoOJv/k5sWVu+ITARAv8D+Rl3dsMp4MwAAAAASUVORK5CYII=)

The math-savvy may notice that the given cross product formula results in a scalar, instead of a vector – we’re actually only measuring the length of the resulting vector, since cross product is not possible in 2D, it will exist purely in the z-dimension. If you don’t know what this all means, ignore this paragraph, it’s irrelevant to the solution.

### Input

Each separate function in your namespace will be tested with individual values. It must expect **one or two** **arguments**, as described above, and **return** a value. Vectors will be 2D **arrays** with format [x, y].

### Output

Your program needs to **return** an object, containing **all functions** described above. Each individual function must **return** a value, as required. Don’t round any values.

|  |  |  |
| --- | --- | --- |
| Sample Input | Output | Explanation |
| solution.add([1, 1], [1, 0]); | [2, 1] | [1 + 1, 1 + 0] = [2, 1] |
| solution.multiply([3.5, -2], 2); | [7, -4] | [3.5 \* 2, (-2) \* 2] = [7, -4] |
| solution.length([3, -4]); | 5 | sqrt(3 \* 3 + (-4) \* (-4)) = 5 |
| solution.dot([1, 0], [0, -1]); | 0 | 1 \* 0 + 0 \* (-1) = 0 |
| solution.cross([3, 7], [1, 0]); | -7 | 3 \* 0 – 7 \* 1 = -7 |

## Breakfast Robot

*It’s finally the future! Robots take care of everything and man has been freed from the mundane tasks of living. There is still work to be done though, since those robots need to be programmed first – we may have robot chefs, but we don’t yet have robot software developers.*

Your task is to write the management software for a breakfast chef robot – it needs to **take orders**, keep track of available **ingredients** and output an error if something’s wrong. Someone else has already installed the cooking instructions, so your module needs to **plug into** the system and only take care of orders and ingredients. And since this is the future and food is printed with nano-particle beams, all ingredients are microelements – **protein**, **carbohydrates**, **fat** and **flavours**. The library of recipes includes the following meals:

* Apple – made with **1 carb** and **2 flavour**
* Coke – made with **10 carb** and **20 flavour**
* Burger – made with **5 carb**, **7 fat** and **3 flavour**
* Omelet – made with **5 protein**, **1 fat** and **1 flavour**
* Cheverme – made with **10 protein**, **10 carb**, **10 fat** and **10 flavour**

The robot receives instructions either to restock the supply, cook a meal or report statistics. The input consists of one of the following commands:

* restock <microelement> <quantity> – increases the stored quantity of the given microelement
* prepare <recipe> <quantity> – use the available ingredients to prepare the given meal
* report – return information about the stored microelements, in the order described below, including zero elements

The robot is equipped with a quantum field storage, so it can hold an **unlimited quantity** of ingredients, but there is no guarantee there will be enough available to prepare a recipe, in which case an **error message** should be returned. Their availability is checked in the **order** in which they **appear** in the recipe, so the error should reflect the first requirement which wasn’t met.

Submit a **closure** that returns the management function. The management function must take one parameter.

### Input

Instructions are passed as a **string argument** to your management function. It will be called **several times** per session, so internal state must be **preserved** throughout the entire session.

### Output

The **return** value of each operation is one of the following strings:

* Success – when restocking or completing cooking without errors
* Error: not enough <ingredient> in stock – when the robot couldn’t muster enough microelements
* protein={qty} carbohydrate={qty} fat={qty} flavour={qty} – when a report is requested, in a single string

### Constraints

* Recipes and ingredients in commands will always have valid names.

### Examples

|  |
| --- |
| Sample Execution |
| let manager = solution();  manager("restock flavour 50"); *// Success*  manager("prepare coke 4"); *// Error: not enough carbohydrate in stock* |

|  |  |
| --- | --- |
| Sample Input | Sample Output |
| restock carbohydrate 10  restock flavour 10  prepare apple 1  restock fat 10  prepare burger 1  report | Success  Success  Success  Success  Success  **protein=0** carbohydrate**=4** fat**=3** flavour**=5** |

|  |  |
| --- | --- |
| Sample Input | Sample Output |
| prepare cheverme 1  restock protein 10  prepare cheverme 1  restock carbohydrate 10  prepare cheverme 1  restock fat 10  prepare cheverme 1  restock flavour 10  prepare cheverme 1  report | Error: not enough protein in stock  Success  Error: not enough carbohydrate in stock  Success  Error: not enough fat in stock  Success  Error: not enough flavour in stock  Success  Success  **protein=0** carbohydrate**=0** fat**=0** flavour**=0** |

## Monkey Patcher

Your employer placed you in charge of an old forum management project. The client requests new functionality, but the legacy code has high coupling, so you don’t want to change anything, for fear of breaking everything else. You know which values need to be accessed and modified, so it’s time to monkey patch!

Write a program to extend a forum post record with voting functionality. It needs to have the options to **upvote**, **downvote** and tally the **total** **score** (positive minus negative votes). Furthermore, to prevent abuse, if a post has more than 50 **total** **votes**, the numbers must be obfuscated – the stored values remains the same, but the **reported** amounts of upvotes and downvotes have a number **added** to them. This number is 25% of the **greater number** of votes (positive or negative), rounded up. The actual numbers should **not be modified**, just the reported amounts.

Every post also has a **rating**, depending on its score. If **positive** votes are the overwhelming majority (>66%), the rating is hot. If there is no majority, but the balance is non-negative and **either** votes are more than 100, its rating is controversial. If the balance is negative, the rating becomes unpopular. If the post has less than 10 **total** votes, or no other rating is met, it’s rating is new regardless of balance. These calculations are performed on the actual numbers.

Your function will be invoked with call(object, arguments), so treat it as though it is internal for the object. A forum post, to which the function will be attached, has the following structure:

|  |
| --- |
| JavaScript |
| {  id: <id>,  author: <author name>,  content: <text>,  upvotes: <number>,  downvotes: <number>  } |

The arguments will be one of the following strings:

* upvote – increase the positive votes by one
* downvote – increase the negative votes by one
* score – report positive and negative votes, balance and rating, in an array; obfuscation rules apply

### Input

Input will be passed as arguments to your function through a call() invocation.

### Output

Output from the report command should be **returned** as a result of the function in the form of an **array** of three **numbers** and a **string**, as described above.

### Examples

|  |
| --- |
| Sample execution |
| let post = {  id: '3',  author: 'emil',  content: 'wazaaaaa',  upvotes: 100,  downvotes: 100  };  solution.call(post, 'upvote');  solution.call(post, 'downvote');  let score = solution.call(post, 'score'); *// [127, 127, 0, 'controversial']*  solution.call(post, 'downvote'); … *// (executed 50 times)*  score = solution.call(post, 'score'); *// [139, 189, -50, 'unpopular']* |
| Explanation |
| The post begins at 100/100, we add one upvote and one downvote, bringing it to 101/101. The reported score is inflated by 25% of the greater value, rounded up (26). The balance is 0, and at least one of the numbers is greater than 100, so we return an array with rating 'controversial'.  We downvote 50 times, bringing the score to 101/151, the reported values are inflated by 151\*0.25=38 (rounded up) and since the balance is negative with return an array with rating 'unpopular'. |